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# Lab 2: Pointers & Array-based Implementation of Lists

**Part One: Revision of Pointers in C++**

**Introduction**

This lab is about pointers, memory occupied by variables, and dynamic vs static memory allocation.

**Objectives**

This lab will revise the concepts learnt by students in the previous semesters.

**Tools/Software Requirement**

Visual Studio C++, Eclipse C++ or any other IDE.

**Description**

Pointers are used to point towards a particular memory address. In this lab, we will use the pointers and perform tasks with the help of them.

**Lab Tasks**

You are required to upload the lab tasks on the LMS and the name of that tasks must be in this format YourFullName\_reg#.cpp

Remember to comment your code properly. Inappropriate or no comment will result in the deduction of marks.

**Task 1:** Write output of the following C++ codes in your document without executing it.

**Example code a)**

int a;

int b;

int \*p=&a;

int \*q=&b;

a=20;

b=35;

p=q;

\*p=83;

cout<<"a : "<<a<<" b: "<<b<<endl;

cout<<\*p<<" "<<\*q<<endl;

**Output:**

**a : 20 b: 83**

**83 83**

**Example code b)**

int x[4] = {0,4,6,9};  
int \*p, a=3;  
p=x;  
(\*p)++;  
cout<<\*p<<endl;  
cout<<\*(p+1)<<endl;  
p++;  
\*p=\*p+a;  
cout<<\*p<<endl;  
p=p+2; //What is happening here?  
cout<<\*p<<endl;

**Output:**

1

4

7

9

**Example code c)**

int a, \*p, \*q;

int arr[4]= {0};

p=arr;

q=p;

\*p=4;

for(int i=0; i<3; i++){

a=\*p;

p++;

\*p=(a+i);

}

for (int j=0; j<4; j++){

cout<<\*q<<" ";

q++;

}

**Output:**

4 4 5 7

**Task 2:**

int a=5, b=10;

int \*pa=&a; //pa and pb are pointer variables of type int.

int \*pb=&b;

int \*\*ppa=&pa; //ppa and ppb are called double pointers or pointers-to-pointers.

int \*\*ppb=&pb;

1. Write code of a function that swaps values of variables a and b. Input to the function should be the address of both the variables.
2. Write code of a function that swaps values of pointer variables pa and pb. Input to the function should be the address of both the pointer variables.
3. Write code of a function that swaps values of the variables a and b using pointer-to-pointer variables ppa and ppb.

**Task 3:**

int list[5]={3,6,9,12,15};

int \*pArr= list;

Your task is to write a piece of code that prints all values stored in the array **list** using only pointer variable pArr. Do not use the conventional way of printing values by numbering indexes.

**Task 4:** Write code to find the memory in bytes occupied by int, long, double, float and char.

**Recap: Static vs Dynamic Arrays**

Consider the two variants of declaring arrays below. Memory for the first variant gets allocated on the activation stack. The lifetime of an array created using method-A depends on its scope. If it is defined globally, its life is equal to the lifetime of the application. If it is declared in a function, memory for it gets allocated on the stack when the function gets called. It gets deallocated when the function call terminates. All the data related to the function call including the array gets removed from the stack. On the other hand, memory for the array created using new operator gets allocated on the heap at runtime. The lifetime of such an array is at max equal to the execution time of the application. If the array is not required during the execution of the program, the memory allocated to it can be freed using **delete []** command.

**Method A:**

const int size=5;

int x[size];

for (int i = 0; i < size; i++)

{

//cout << "x[" << i << "] = ";

x[i] = i + 1;

}

**Method B**

int size; // Note that size variable is const in variant A whereas it isn’t in variant B. Find out the logic behind it.

cout << "Enter size of array: ";

cin >> size;

int \*x = new int[size];

for (int i = 0; i < size; i++)

{

//cout << "x[" << i << "] = ";

x[i] = i + 1;

}

**Part Two: Array-based Implementation of List Data Structure**

**Introduction**

We have studied List as Abstract Data Type in the class. We have discussed various operations that can be performed on a list. The objective of this lab is to implement an array-based list. First, you shall implement static array-based list which is not resizable. Then, you shall implement a dynamic version of an array-list; you shall allocate memory for array at runtime using the **new** operator.

Your task is to implement all the following operations.

1. bool IsEmpty() operation. It returns true value if the list is empty. Otherwise, false.
2. bool isFull() function. It returns true value if the list is full. False otherwise.
3. InsertSorted(value) a value at its logical position in a list.
4. CreateRoom(int pos); If a new value has to be inserted into a list at position pos, this function creates room for it, by shifting all values from position pos till last one index to the right.
5. FillGap(int pos); If an existing value has to be deleted from position pos, this function fills the gap by shifting all values from pos till last element to the left side.
6. DynamicExpansion( ); If an array-list is already full, this function dynamically creates a new array of size greater than the current size of the array, copies all contents from the older array to the new one, updates the pointer which stores the address of an array, and lastly deletes the older array using **delete** ptr[] command.
7. DynamicReduction(); If the size of a list falls below 50% capacity of the array after a deletion operation, this function dynamically creates a new array of size smaller than the current size of the existing array, copies all contents from the older array to the new one, updates the pointer that stores the address of an array, and lastly deletes the older bigger array using **delete** ptr[] command.

**Task 1: Implement a version of an array-list in which the array is static.**

struct staticArrayList{

int array[size];

bool isEmpty();

bool isFull();

void insertAtposition(int value, int position);

void insertSorted(int value);

void printList();

void DeleteValue(int value);

void DeleteValueAtPosition(int pos); // deletes a value if a user enters a valid position (1 <= pos <= size of a list.)

**Note:** The size of a list and that of an array are different things. Moreover, an element at position pos in a list is stored at index pos-1 in an array.

}

**Task 2: Implement a version of an array-list in which the array is dynamic**. Memory for an array of capacity *size*can be allocated at runtime using new operator. It can be deallocated using **delete** operator. Moreover, array-list can be resized if it becomes full, or the number of elements in it fall below a certain threshold. In addition, in this version of the program you shall assume that we are maintaining a list sorted in the ascending order; InsertAtEnd() and InsertAtPosition() functions are no longer required in this version of the program. You may implement a new function named InsertSorted(newValue). It should find the logical position of the newValue in the list, create room for it, if required, by calling the makeRoom(pos) function, and then insert it.

struct DynamicArrayList{

int \*pArray[];

const int size;

pArrayList = new int [size];

int array[size];

bool isEmpty();

bool **isArrayFull();**

void insertAtposition(int value, int position);

void insertSorted(int value);

void printList();

void DeleteValue(int value);

void DeleteValueAtPosition(int pos); // deletes a value if a user enters a valid position (1 <= pos <= size of a list)

void DynamicExpansion(); //Increases size of the array when the list becomes full.

void DynamicReduction(); //decreases size of the array when the size of a list becomes less than 50% after deletion operation

}

# Singly Linked Lists

The objective of this lab session is to acquire skills in working with singly linked lists. The task is to first implement the following operations:

1. Create an empty linked list; // do so in the constructor.
2. bool IsEmpty(); // checks whether the list is empty or not. Returns true if empty and false otherwise.
3. InsertAtFront(value); // takes input from a user and inserts it at the front of a list
4. InsertAtEnd(value) ; // takes input from a user and inserts it at the tail end of a list
5. PrintList();
6. InsertSorted(value); //To maintain a sorted list, you shall implement this function. Note that if you are maintaining a sorted list then do not call InsertAtFront(value) and InsertAt(Front) functions in the main function.
7. Search(value); This function shall search value in a list. If found, we will need to store two addresses:
   1. Address of the node in which the searched value is found in a pointer variable named Loc\_; we will store NULL in Loc\_ in case value is not found.
   2. Address of the node which is logical predecessor of value in a list.
      1. The Search() provides functionality for other operations such as insertion in a sorted list, deleting a value, modifying a value, printing it etc.
8. Delete(value); // searches value and then deletes it if found.
9. DestroyList(); // Distroys all nodes of the list leaving the list in empty state.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABBQAAAErCAIAAADhaUcUAAAAAXNSR0IArs4c6QAAUUFJREFUeF7tnWnMXtV171/f7wEb6BeKkMMgUQHFBQxVChZGAgxBKRGhgBy16ILCFJEwhMmgFlEgIBq4EWES3KKKURAVoWAGSxgFh4YxdgGBhKEIIdQPEEPy6aoffP/JTk5X1z7Ts885zxme3/vB8nvevfZe+7entfa4bOfOnUv8QAACEIAABCAAAQhAAAIQqCLwv6oC8HcIQAACEIAABCAAAQhAAAK/I4DzQD2AAAQgAAEIQAACEIAABGoRwHmohYlAEIAABCAAAQhAAAIQgADOA3UAAhCAAAQgAAEIQAACEKhFAOehFiYCQQACEIAABCAAAQhAAAI4D9QBCEAAAhCAAAQgAAEIQKAWAZyHWpgIBAEIQAACEIAABCAAAQjgPFAHIAABCEAAAhCAAAQgAIFaBHAeamEiEAQgAAEIQAACEIAABCCA80AdgAAEIAABCEAAAhCAAARqEcB5qIWJQBCAAAQgAAEIQAACEIAAzgN1AAIQgAAEIAABCEAAAhCoRQDnoRYmAkEAAhCAAAQgAAEIQAACOA/UAQhAAAIQgAAEIAABCECgFgGch1qYCAQBCEAAAhCAAAQgAAEI4DxQByAAAQhAAAIQgAAEIACBWgRwHmphIhAEIAABCEAAAhCAAAQggPNAHYAABCAAAQhAAAIQgAAEahHAeaiFiUAQgAAEIAABCEAAAhCAwDichw8//HDdunVDKK3eNXn00UfPOOOM3Xbbbdnvf/bbb78LLrhgy5YtncJRrjds2KAiCImGdKWGlKmTbhOdm8ha3TJiUj4X1y233JLlruZ/usZehy1hIAABCEAAAhCAwFwJ7Bz2z2effXbzzTcHIv1q2rsmUuCEE04oqhxXX311R3wUc0mNPPzww7du3VqUdBOdm8g6fe6++26bhZdeeilWOKtm9ZtfbjwdlQLRQgACEJg2Adf3DjCzGkr005diH3zwgYZjjbkZKJkE0kdjZacqPfLII6effvq+++5r05Um0qcy3SY6N5HV6Hz++ednOq9YsUJZUEYqFS4xHkR7VvEJh+/ZIi8n+/TTT9v62mMx9K6JegfbZeQauGoqrSNSnJXGtJplbifSROcmsg6CdJOGOA+t1w0ihAAEINAigSE7DzJGwxCsaaYWs1w/Khm+biDLcMlMKpnCq59EHFLRWhssNgbKaTTROVm2fNqxfLrTEVBUzmVqAnNisoN2HobTlfSuSR0jXkomONYlFVrdZaXnEALkeuRNdG4ia3OU64Sw8jCxXozsQAACEyDQ+ziby1CDiB2PenEeNLKXj8XyK1r3HxRhkbtilSna9dBE52TZOtOO9Vm5bResPNgGgvNQq8vtt1PT3LlVQFU/OAl2J1UIIC+5Vn7qBdIyn01XLnswu5Wu2wikYK7naqJzE1mbM6mUu1zTivOgmLteLK5XSoSCAAQgMAUC/Y6zRQTdjtb5Ow9uQCzyItod/UWjZJu00yEeUpvo3ES25vZjDd+VDSZ2YHAecB4qq40P0G+n5txft+fStXDtsJo5ewUCdtZB/3e2smulTqsmOjeRzbJSsuiZdlbBco5ptMWceCAAAQgsJoF+x9nBOg9uHV6TemGfcLaTKuPW4tYDTb254tCIH2yAeFZOKjl6TXRuIuuWSrIDIfF0Z7mllOuE4DzM23lQRVfJibszRvVFZmJsyVX6jnERqs2owrlpZv2qj0VVxNncoUlkc+2SlRrlZ4WLtuu03u+7TYfOiFcGbSPPTj4omGtIMbc4jO0FbLSxrNvU5OZj0nQO6JrIhi61fMokwXlwdTIhhtZrBRFCAAIQmBIBnIe4NDVGWywaHK0B4EbhOhPqNSuMs7bd+O4sB1kaNtomOjeRdbaQ09mZc0W7rUqOTOA8zNV5qNy7Fkxw2x5mch6KtqY4wzfeYeLsy9ztfZXLdqEyVSqcu85Yc/XTtaXc6us2F2UF7NqSgjlXyrn47uiz9T0qnQe78tBE5yaywXOIadc5MF3Spbo5mJoFV7OPJhgEIAABCIhAHedBc5HqgXPnIjUGld//o+Evd5JRU2a5dxaVHzPQX+cwi+QsqNjkdXOmGYHYLKkzUZttP66cL4unX7M6nKyzYmgiK+Wltoo4VA9XGZxtkDuXKvGSYx44D/NzHup4DqF9Wo+50hbPijCeOC9q7bFH7qp+fKWAvtTUpDJYE+fB1fjcK5Wc8raA3bkFu98mtrPd1iPrWlRuW7JnHpro3EQ2dh5EJl6ImLXHt1XFTfww5EMAAhCAQCsEKp2HyqE2OxDo9Kl5jtZt+6npPFQGyw1Qk5ibL690AOz8YLwXwyYaHy2wnknl/eZuH6+NuYnOTWTLkTpzNDal4sniyr0bNQtxksE6fCTu888/1/tlWbNRPc6qtVqy25L++uuv13xxzLbDa6+9dseOHXWaruLfuHFjSci4IX3nO9+pE3PXYd555x2bxMqVK+MU9WSb/bht27bs1xtvvNE2AOEStPDXs846y0qp5Zx77rn2i/1VgnokLsSskr3nnnuuuOKKLLBclEMOOST7tYnOTWSt8sq1RppXXnnlqKOOalJGqpbPPfdcFsOPf/zj3XffvUmEyEIAAhCAwKwE9I6nHXRyxTVOnXnmmW6s14ClwUs2QHmKubKzKtl6+DfeeMPGueeee7ok9t57b/vl7bffzn6977777J9EQAyzL9Y800fNi11yySXZX4877jgr+/LLL9tfhfTVV1/Nvhx//PH2r010biJbDv+BBx6wAdasWVMeXm7Mgw8+2HqBTifC7lwi5+fFHrO+qL6GFcPcyWBH2akam/t25VGOivMa3W6Tyi1Jds2rXJPK6ZDc6lJz90udqx5cXhzM+KiQArhoi95qqLN2FN871ETnJrJh5UH6uDXocj7lTYBrnrvrIogZAhCAQEagZJyteQNPiMFtNIjHlGxwtwcdg6y9s6jSzgtDbWWw3AA1y92ZMbGUW6t3Z5fjc5sh7/HIHttgbttCNqrGe8XdXYtNdG4iW4Q0LuXcwyGZnaD/BBqVO51qFuIkg3V4VatrsQm3AJWb7CoP1YnsqHRsizuj2e1Xi52H7CrSuKQrNemucjQ0poNilXu0Sl7NFOQSR0vqxedJmujcRLaoFJKdh0oHuLtyJ2YIQAACC0WgZJx1x/PsU1+yhuN3gSy3ygkgDRD6kZ0tKyU+NVE5JHXqPFTaHuUGrnvmTLGFI6bORs89PVxnr5cijK94aqJzE9lKzyrzLXPPxshZUkWyThTOQ0n/0+G2pV133dXWg29/+9sbNmywO2rSmpyV0laZM844484773zttdcuv/xyF+GBBx44UxK33XZbwy0uMyU3z8BCZDsLN4sTb1iyuv3yl7+0C5RO7Xvvvffdd9+dZ17mmdY111yTJSdKU60e80RKWhCAAARmJXD99deHBXP1w3IGnn322Wyj7D777OMGOEW+ZcuWLAk73mm/TZy0YtPPDTfccNJJJym2WXVLc/BmTSUtvDbZuu062oV75JFH2v3ebsNSlpBkZVmVnCEO862ywdJ060VK7oHKOreUtUVZFYlRvma5dOg8uD1zqqzaf79q1arddttNtU2b5j/88MOaWs4UTL2DtjzKUXF7+ssjUfuZcKVRU7nppptyCcipUIMpgqNtkeedd17JwRL1y0cffXTCeZWZyrSXwMqUHXUuuuiiXtQgUQhAAAILTkCGrAZoTRHK8tu+fXt88OyII44oQmQnzrTvX+cf1LfnehGThCxubvOSmz2Ud1F0kE9G2gsvvFBkAAjmM888M2SS7gilyvf555+///77h6zzWCphh86DDNZ4MVFcVBEfe+wxmaSy13XSV15E84JUFVc88kkU4R577PH1r39djspMuyTdiZ+Zyk+HkJbN/mOPLs2UXFpgnX7O3X0kp6JorkUa3nXXXVly7oVp2yPrjJqd6UnTcGhSTz75ZKaS6qompYamIfpAAAIQWGQC2ssQhn57rYUD4qbGFVIDluyE1atXa5Kx/CaVabDVSej4PsmQNfkVRdOmYqtBvwSsxGVoyRlrbsJ1xPnLL790Mcss1LH7IevcEYrWo+3QeZCumtLO9R+ybKgg5UXsv//+yVPXsllVD9QwFI98kpkcBksz9xaj1nH3G2G8wiAHwN2wlGmo7uCHP/yhVVh4Qy+jWQpJuYsILr744n5z127qckeV3yxOd3Ss3bSIDQIQgAAEahIIOws07mvKTnsZwtBfIqvRKvfyfk2cy/bVVKPi0Rp78vzX7DOHv5OomdlWgsWbl0K0RRuW9CcZAGvXrrVrDtn5RncMUhjXr1/fip6tR/Ktb30rnMmUZWgH8bAA1XpyCxVht85D8B9U1eRClDy9kXxFmlwO7ZlxnnF4WFqHeOIn0sZYtO7oSJ0sfOUrX8kN9sQTT7jvIl+0ALJp0ybbcQipW6DQTLydzFBrzPahNdG5iWwdODXDKPs25N/8zd/UFCQYBCAAAQi0TkDmrEYrbXsOOwvKZ8Rt6jodsXnz5hILRIG1xi5bYsIT0pr4i2dyf/CDHxRtWNLeHmcAaM9YCCye2jxmH5FQWQxzAUdGS9BZ/5G5aHVOex6g9Vo93gg7dx5CVZML8etf/1pna7RG5h4uydjNuqdcpqoWHzPx8DqMvEwd8VFyWqncZZddxlswmebu2PdHH30UZ0p7QF1fGYfREmTuJdn6mHuK/eOPP7aR1Hlf4tNPPw0iTXRuItticf/rv/6rrVr2FYsWUyEqCEAAAhCoJBDeatBoZS1aDfrai6sZ8fIrAYMR8v7778tCKDI/ggIygoc2IV3u88Tcli9fngtTAOP9HVdddVXRjiNdhWLjueyyy1y0l156qf3ys5/9zI6YlQVqA1id28pvrgJOZ7szeSaFCSwC83AeMtDyfXWhgYx7mfhaFnBbQbSuNNNdTLfeeqstwuAwWDf6N7/5zXzKWB55wn0L8fVQudq6R2FyT5nbzVpFneM555xTRKPy5Z1ZMTbRuYnsrHoWhVd/aqe1mpyHaUsl4oEABCCwsAT0tql95U3GgxwGzUhqClwjaZ3JHdkGshBkfmi4lBehGIr2MiVvou6idNxB8NgA+OSTT2y6hx56aK4aF154YXzuWV/0PTe82wEeH4zca6+9rKBVrInOTWQr+Tudv/jii0oRAhQRmKvzkCmhZqxNL24VSX/97W9/W7+oXCty1ULx/OIXv6gf22BDqtHa3UEyat1UgVsu1CGwOC86UmZ7XtdpKk4FKCfw5ptvxgHcikcWoInOTWTbKkR3+ay2frYVM/FAAAIQgMBMBDTW26s7NCDKeHAOQ/0zuxpi5EUoBvke8kD0xpEbEGedkE6YOqz/tJyz2rPl/Qyg2yNw0EEHxWxlJBQdC9H35MMeRYXYROcmstrVFg7DhPMwM9UxAs9KoEPnQQ1eVVbFqYLUPsXcKXPnChdt1q+TK+d/axHDdjd1YhhsGDfz7Y4u/Mu//IvV/OSTT3YZEXmtTtqPumHJLfsogCsg1wepi3HrQipcNzlhL21oonMT2VYK8eWXX7bxzPpgSCs6EAkEIAABCIiAs5h1p6LDIs/Bzo7VhyYPJL78Y1AT0mvWrLHZ0dWoLnePP/64/XLAAQfEcNyecOcs6VL7Stcr3hXiLC6baBOdm8jqipdwGCZsHIiPYTidi7Z41a8/Cx0yzWmuI+UqqGYLwpmEIBs/GK7wLlpXMOEhQxms4bFqd/FoOPOg70pC/4lXJMtfmI4fqLbKlGtSh0aTMO6ZQ5tT9/ilIMcJOVDhYfb4jUnHR2EcQ/2aPRMeE9ZhLJt0E52byOZynvWFaedZNSk7ZCEAAQhAoA4BN85mIm5EiIe5+CiweydYywsKEy5TiTXRcGaTVv9vw1S+MF0na8lh3Ayd8p4ZUcGOspqHwd39uEceFIPjqRjiF6bd/mfHREm4ANaCaqJzE1k3cDuTJn5sO34b26HjhemSeruUXKcrBV2Tq3TRYvM9910CxRPqhLqDyjhtgCbOQ7kmlSiaB6h5VWjcGGJKWa8a30alwFbV+tdVya+I33tP1lk6NJGtdJ/suJJbNLZbzPXHmhcoMUAAAhCAgCVQ03lQMA0QYcSJZyFDJFknH4+A8h8kFdLNnWp046CzZDQ6BPNd42M86nVRoM78yPKuPDoLPjYAYj8hzADG5pkbFnO5hfy6a08DcIeiic7JsnFmbT1xrGS0WDcst+BwHvpxHpRq+SMPtqfInQ8ocj+CGxD7ka7rCVcx2I8WhPtT+cpDuSZd9BcuTmW2/JoIZTNmGC8vuDDx6o1rTjVLMNeDT9M569MT8ltUELOuPJT4nHMoa5KAAAQgsIAEipwHoZj1Ep7MFI4HwfI5x9imjE3SLIbKeahWCtEtLxTpH89zxTaSnUJ1I6xb05DmlUNwpkm8cJGsc3AI68wL587r1Zx2VPyVyw7SBOehN+chOLiVzT6ueZUWZAigSlb0bqLqvf7qliOzXTeSncl5KLGDW+kd6kQiHYoWQHKXHRWna0hxt6jZAlc68epkfJ7MNmy7lynORYLOWSRNZJ0mOA91KhhhIAABCPRIoMR5qNxo4AY7OxsoS6DSCAlJK1i2KGFHoiLx+TgP0sRZMrFtnat5POlp1wdip8hNodbkli3FuJqTpnOIJFm2zpRl7kxrbrXHeejTeVDaKk61fLVta+hnNzSXL/xJVhU684CDlF1VDJFn1qECKKHMp3T756zbPZPzEHJRrsl8+lzVZnvHnJBqcSC3C4s3HeW62nGnbF2szIsLkLM+NONcufCnGOrrHDNsIpvFhvMwn8pJKhCAAASSCZQ4D4rT7d23gYPVaw0Mt/u/8iEIxSbx2HMot2XLNywkc8gVzD3JGSDkah7P38faxkgdAVlQJVOWSlrWSIkNMKvONuPJstKnZP0hOzJap3RwHnp2HuoUEmEgAAEIQAACEFhYAuXOQ5iH0mRZ5iTIQ5D5m80/uk228ZxaeKY2vkFEgpWbWNw0Vjh7XeRsdFSCbgZTuMJcaq75Hu9KirWK9zXlHrkO2G2EgXyd7M+ks9OwiWyscwmrovLCeSipycv0tzrbywgDAQhAAAIQgAAEIAABCCw4gQ7feVhwsmQfAhCAAAQgAAEIQAACEyOA8zCxAiU7EIAABCAAAQhAAAIQ6IoAzkNXZIkXAhCAAAQgAAEIQAACEyOA8zCxAiU7EIAABCAAAQhAAAIQ6IoAzkNXZJPjfeCBB5b98UfXiunn4osvTo4NQQhAAAIQgAAEIAABCLRFAOehLZKdxPPFH386iZ1IIQABCEAAAhAYJwGmGsdZblPQGudhCqVIHiAAAQhAAAIQWFgCTDUubNH3knGch16wkygEIAABCEAAAhCAAATGRwDnYXxlhsYQgAAEIAABCEAAAhDohQDOQy/YyxLV4qP78/LlywenJQpBAAIQgAAEIAABCCweAZyHxStzcgwBCEAAAhCAwMgJMNU48gIcsfo4DyMuPFSHAAQgAAEIQAACEIDAPAngPMyTNmlBAAIQgAAEIAABCEBgxARwHkZceKgOAQhAAAIQgAAEIACBeRLAeZgnbdKCAAQgAAEIQAACEIDAiAngPAyu8OIjULvuuuvgtEQhCEAAAhCAAAQgAIHFI4DzsHhlTo4hAAEIQAACEBg5AaYaR16AI1Yf52HEhYfqEIAABCAAAQhAAAIQmCcBnId50iYtCEAAAhCAAAQgAAEIjJgAzsOICw/VIQABCEAAAhCAAAQgME8COA/zpE1aEIAABCAAAQhAAAIQGDEBnIfBFd6XX37pdFq+fPngtEQhCEAAAhCAAAQgAIHFI4DzsHhlTo4hAAEIQAACEBg5AaYaR16AI1Yf52HEhYfqEIAABCAAAQhAAAIQmCcBnId50iYtCEAAAhCAAAQgAAEIjJgAzsOICw/VIQABCEAAAhCAAAQgME8COA/zpE1aEIAABCAAAQhAAAIQGDEBnIfBFV784Dy3LQ2ukFAIAhCAAAQgAAEILCQBnIeFLHYyDQEIQAACEIDAmAkw1Tjm0hu37jgP4y4/tIcABCAAAQhAAAIQgMDcCOA8zA01CUEAAhCAAAQgAAEIQGDcBHAexl1+aA8BCEAAAhCAAAQgAIG5EcB5mBtqEoIABCAAAQhAAAIQgMC4CeA8DK78OAI1uCJBIQhAAAIQgAAEIACB3xPAeaAiQAACEIAABCAAgZERYKpxZAU2IXVxHiZUmGQFAhCAAAQgAAEIQAACXRLAeeiSLnFDAAIQgAAEIAABCEBgQgRwHiZUmGQFAhCAAAQgAAEIQAACXRLAeeiSLnFDAAIQgAAEIAABCEBgQgRwHiZUmGQFAhCAAAQgAAEIQAACXRLAeeiSblLc3J+QhA0hCEAAAhCAAAQgAIHOCeA8dI6YBCAAAQhAAAIQgEC7BJhqbJcnsdUngPNQnxUhIQABCEAAAhCAAAQgsNAEcB4WuvjJPAQgAAEIQAACEIAABOoTwHmoz4qQEIAABCAAAQhAAAIQWGgCOA89F7/2LIafnvUgeQhAAAIQgAAEIAABCFQRwHmoItTx32+//fYVv/9Z9sefF1980aW5du3aEOarv//5i7/4i46VInoIQAACEIAABAZEgKnGARXGwquybOfOnQsPoU8A6g7kFcykwd///d//wz/8w0wiBIYABCAAAQhAYLwENO5fd911lfovX75cYbJ/f/WrX1WKEAACsxJg5WFWYi2HVwv//ve/Xz/SWcPXj5mQEIAABCAAAQgMk0BNUyEsUHz0+5+//uu/HmZe0GrsBHAe+i9BrSTUV+J73/temFHgBwIQgAAEIACBBSEw69ThrOEXBCPZbIUAzkMrGBtFohZ+1lln1YmCvqAOJcJAAAIQgAAEpkeAqcbplelIc4TzMIiCu+222+rowbJDHUqEgQAEIAABCEyPAFON0yvTkeYI52EQBVenR1i5cmXNLY+DyBJKQAACEIAABCDQKgGmGlvFSWSJBHAeEsG1LlbZI/zd3/0dpx1ax06EEIAABCAAgbEQYKpxLCU1bT1xHoZSvuU9AssOQykn9IAABCAAAQj0R4Cpxv7Yk/IfCOA8DKgqlPQInHYYUDmhCgQgAAEIQKAnAkw19gSeZP+bAM7DgGpDUY+gZYea1zENKDOoAgEIQAACEIBABwSYauwAKlHOQADnYQZYcwiaexGbPnLaYQ7wSQICEIAABCAwfAJMNQ6/jKatIc7DsMo3XmTQl1NOOWVYWqINBCAAAQhAAAL9EWCqsT/2pLyE8zC4SuB6BJYdBldCKAQBCEAAAhDolQBTjb3iX/TEl+3cuXPRGQwv/9/85jeffPJJ6bVq1apf/epXw1MQjSAAAQhAAAIQ6JPARx999NWvfjXT4J//+Z85HtlneSxS2qw8DLG0s7NQumRpiPqhEwQgAAEIQAACvRKwu5o11Yjn0GtpLFbirDwMtLy1+PDFF19s3rx5oPqhFgQgAAEIQAACvRLIFh9Ydui1HBYucZyHgRb51q1b1SlwVHqgxYNaEIAABCAAgQEQYKpxAIWwcCrgPCxckZNhCEAAAhCAAASmQYCpxmmU47hygfMwrvJCWwhAAAIQgAAEIAABCPRGgAPTvaEnYQhAAAIQgAAEIAABCIyLAM7DuMoLbSEAAQhAAAIQgAAEINAbAZyH3tCTMAQgAAEIQAACEIAABMZFAOdhXOWFthCAAAQgAAEIQAACEOiNAM5Db+hJGAIQgAAEIAABCEAAAuMigPMwrvJCWwhAAAIQgAAEIAABCPRGAOehN/QkDAEIQAACEIAABCAAgXERwHkYV3mhLQQgAAEIQAACEIAABHojgPPQG3oShgAEIAABCEAAAhCAwLgI4DyMq7zQFgIQgAAEIAABCEAAAr0RwHnoDT0JQwACEIAABCAAAQhAYFwEcB7GVV5oCwEIQAACEIAABCAAgd4I4Dz0hp6EIQABCEAAAhCAAAQgMC4COA/jKi+0hQAEIAABCEAAAhCAQG8EcB56Q0/CEIAABCAAAQhAAAIQGBcBnIdxlRfaQgACEIAABCAAAQhAoDcCOA+9oSdhCEAAAhCAAAQgAAEIjIsAzsO4ygttIQABCEAAAhCAAAQg0BsBnIfe0JMwBCAAAQhAAAIQgAAExkUA52Fc5YW2EIAABCAAAQhAAAIQ6I0AzkNv6EkYAhCAAAQgAAEIQAAC4yKA8zCu8kJbCEAAAhCAAAQgAAEI9EYA56E39CQMAQhAAAIQgAAEIACBcRHAeRhXeaEtBCAAAQhAAAIQgAAEeiOA89AbehKGAAQgAAEIQAACEIDAuAjgPIyrvNAWAhCAAAQgAAEIQAACvRHAeegNPQlDAAIQgAAEIAABCEBgXARwHsZVXmgLAQhAAAIQgAAEIACB3gjgPPSGnoQhAAEIQAACEIAABCAwLgI4D+MqL7SFAAQgAAEIQAACEIBAbwSm4zxs2bJlmfnRr71BJWEIQKB7Arfccott8t0nSAoQgMBCEMCcWIhiJpMNCEzHeWgAAVEIQAACEIAABCAAAQhAoJoAzkM1I0JAAAIQgAAEIAABCEAAAiKA81BRDey+iHXr1lFp5kAA5nOATBK5BNx2Be2MAlQTAvBsQg/ZiRFgaJtDgbrtrOxg74g5zkNHYIkWAhCAAAQgAAEIQAACUyOA8zC1EiU/EIAABCAAAQhAAAIQ6IgAzkNHYIkWAhCAAAQgAAEIQAACUyOA8zC1EiU/EIAABCAAAQhAAAIQ6IjAKJ2HRx99dPXq1eHs0X777XfBBRd8/vnndQBt3LjxjDPOyAR1sEaCRcdrdDxaIW20zz33XJB1ad1zzz2ZPvqP1FOAIJ791FFvPmGsVuE8qBTOtBVPZadEkw8//FDAFczy10cnojA2IWFxARwflUsGrQ7z+bAilSEQCI00q3KqS/XPMc/UNlVjjz76aJvlK664Qh/dTQnSZ8OGDZk+qrrhTN78T0PGt9EHVrY7Kj8vqL9K/9122y0oH9i67lS/ZhGGYMq+paQAWQwhQOhDavIcQh1Dh4UlgDkxU9HHr+s4k0D9SWwP2CSsvRF612Ay2Z9t27a5LkXGmw3guj7FI5HwUZ22DakuXR/rDxkz0VjowDvH9nP++efHBbZixYq7777bfn/ppZdcznIF991339NPPz1X8IQTTiiqGVnMn3322eGHHx4Hk6z7PhzMVlvlPVd/scpV+Oabby5icvXVV1uRmIyN08WjUlB4iddhPhySaDIHAkVNTPVWVc7WRqdMQtssqtuqllnkW7duVW8Th3TKWJHuKKmXs5pIh1zdHnnkkVgH8XFdXxaVInEica5tANdsFW1Irg7P7uAQMwQqCWBOVCJyAdzYnWsSqANRjxHHrI+59oY6CtkATkQ9jO1AbJzqu1xHJ/NPybn+0IpLz1lzSvhyAkvjApTb1HOHKOc8JAhWGrJF1kmuPsPhXNNXfvrpp+t4XzY253IUGRyK2emQ9RqVzIeDEU3mQCC5iaUJVhq7RZ5D7vTBHPiUDJZu3P3ggw/Kffs4C85/KBrLndeUTQTgPMyhApBEEwIJVkFILkGwcmhL67KaZD9NtmQC0fYhchJc/JWdZ+xyOM6KM0wyOg8km63AeUgr0zSpMTkPsdFZYgdb56HmEBtiywQrW3vNVhSiTSueLqRqOg+u8TvTQY5+aMb6bucAnMvhikwh9cXNGZRMYZbMK3dBhjiHRsAZpuVV1yqf1jYrnYeSPsHJ9rLyUMLHLQzaUTm0StFTi7bc9N25HK441EWUzA7iPAytNaGPJYA5kVYf6netzhjQtELWQanrCDOG6mHs+mfscjg/QR1X3AsFU0Q/OA9pZZomNSCjtjIDrhrp1zC2qcbEi/XWeXBDflZxFSZeRHNLFnY8tgZBvHCmah30cfb0wJ2HDKPb9yW1relgCYclwuzHGhDqIFw5ltt/ufujiphX1hACTImAmpizhlVbwjgR11Xrnzdpm274sYvd8cgUXGhncwed+3IeAiL9uEk72zA1bFuwbreAFYybZ9GugxBhvD+qhOeU6ip5GR0BzIm0Ioudh2APyFqIDf0sCdtj28XJEMD6Fa4PUbS5WzFDh5O7P8ppGO9gT8s4Uo7AaJwH1SE74KnSZO6msuSGQ4XMakwsaG3iuGrWdB7clJvzmONZjeHUPGeQWdPBGRwZCpcdSz7ky8YZ73cqMjiyVUhfKU108zHChlM6aJLrlMbmeOw/FAnO1DZLjF3XOtxc/hDOPLhR2Q7J1rmyqsZTfY6Aa+wlY3nuRADOAy16gAQwJ5ILxZnm2Zah4D8UTfxZG8D1nBK0ccY9UskaUe5pLpyH5MKdSXA0ty299957tl5qoNp9992zL4ccckjRNkQnqKsA9tlnn0xQ/w/3/Mz689Zbb1mRSy+91P560kknuZF71vjnE14NVeiytE4++eTcdN9++237fY899rAXy7jrp1xgCT722GPx5IG+3HfffbYQ55NlUhkLAdfELrroIqv5ueeeW9TEOmqbr732mlXg7LPPLvm1F8gayG2DKjoP/cYbb2Tqvf76664tu/um3n33XZsXdZgPPvhgnDv1JNdff30vuSZRCMxKAHNiVmJF4f/2b//WWlNFE4XqZ7JgN954o+tz7P1INmQQkTWVu39BJl+a8dZW3hc8ntE4D84k/au/+itXcitXrqxj+MbBigTLa4YdgBVyr732cuF1k+Pw69bxxx9vldxll11ydf7yyy/r5+WFF15wgWVw3HTTTe7jlVdeaf2W+vETckEIuCZ25JFH1mxiHbVNN6rZOQgp5n7tpYxcr7jrrrvmqlHzYusg+/LLL7tINJbHbsltt93GREAvhU6iCQQwJxKg5Yq4bjm3E5ipw1Eq8e3SN9xwg5t/1K/MVrRViGnxjMZ5cNkrMnPTKCysVJF54YDUDFaEUX2HFhncXx9//PFZ+5SFLSYyLgLYppXVoGav2JCk7lN//vnnnTIPP/xwpXoEgMAwCdRsOMNUvl+t6nQmdcKU50IPQezYscOG0a+bNm3qN+8LnvponIeDDjrIFlU8H/bmm2/mlqUTjMN89NFHCZXgsMMOK5favn17QrSjECnfGPfss8+6XFx77bXxWqS+XHjhhaPIL0r2QsA1sXg66tVXX81VrKO2WX5WuPxdpF4A1km08kzR5ZdfbuORw3/OOee4gVwB7rrrrvLHJesoQxgIzIcA5sR8OOemUvnkwlFHHWUFNVuhN2fjqM4880z9qceMLHjSo3Ee/vRP/9QW1b333mvnrVWHtLE+tywPOOCAEkEN+Rr2EirBwQcfbKXuuOMO+6scZXd4KCGJ4Yi4rnYmK0EoigiryGaKajhA0GQOBPbee++SJqaaE5uwIXxHbdO9ku6q7q233joHJq0kYZ2r5557bqYBOHciIGh13nnnzRRVK3khEggkEMCcSIDWRMTOvDjjrTzaotmKIHXqqaeyf6FJuTSRHY3zoP3x9nykTHPNW4fZPr1bvnbt2iIK2otcJKi5zKIzhZVMjzjiCBtGdrDePw/1WOZyrqNcGedgA2hfo91xeNVVV2WWk8wFZVwHPJRl94C8shPPGbiTTxgcgy303hU77rjjcpuYWpmqn2pOkYYdtc01a9bYFNUK1NL1RfqoCaTNQfQC+cQTT7TpagDOVnX0H51BlJu0YcOG2BNwEwHqE9w1FYzlvRQoic5KAHNiVmINw5922mlZDDLe1q9fH4w3dZ4yG9ThrFu3Tr16vH7rZivkhNib94Md2FA3xBMJzHQ3U7+B3e2o5Rm2N64mC7pLSN0Sf/1nJqVqv+hs6pabW0B09ypahjWfhrFX6MZPZoY72lxU8a3PVsPKbRXDAYsmrRNIbmLJguVXi9a/Qm0+9bakwcYNzZZOzdfubC7iB2LDpcwuKnt1o/7KVa2tNwoibIVAslWQLDgNc8IN364sbG9Q/i5Wkf1mbZL4DUp5C/EzPu7hKa5qbaWBVEYympUHVTVNidUc81y9TBYs90902L/k+ZJEZ26oYtr6XL7nOyh+5513Zqej4jkD3ZmgMIqKyYOhlvOw9EpuYsmC5fl/4IEHhgUoVRu108q+SwGyYTjePKCJAF27pPQfeughGxV7EVPLBLm5Eki2CpIFF9mckFWQe8WzYyIbI7sCO962oBi0kURRPfXUU1aQ/QtzbTl/TGxMzkMYqHJNWI1euY/OZkyLBDWVmLxzSZV48+bNuWOwjOM6pnYvRZ6cqE5Cl7ASB81EZvcuawnSbuTQX+2hlNjg0MaPZMUQnCqBkiam9lXyeHlHbVMn+YrmHctfUh9aAWkMVt9V0kfpTwqQXaasvQH2zgP9NUwE6Cd3LI9Ptw+NAPpAAHNinnVAcw2yEErmLGRdyMYIk4+ardAeSHuqLZut0F/VD7vlBW1c5/DDPEtTaY3MeVDF0lNNqjfZsKf/6Nf333//wAMPLGFXJPjKK68ceuihydA1uCpp7ZHI9jPIbZB5kbWB5JgHKCiG2vSsfQg2v+oLlGV5buIQZiL1ozkDtyU9zBlkmQq2nc2jnomJj0wMEAIqzZlAURNTP1B+g3BHbVPusTbwaJwLo6D+1f/VKDJjes58kpMTHzFUZ5XlRVGFyRR91J8yz0ETAdbzdxMBYSx3czff+MY3Rnr9VDJPBEdHAHNizkUmC0F2gvoKu/VAJpwsCnWhsi6ybQuarbBXztjZiqCz9i/YqUy5GTpHgf8wzwJd5vbhzTNt0oIABCAAAQhAAAIQgAAERkRgZCsPIyKLqhCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYAZyHiRUo2YEABCAAAQhAAAIQgEBXBHAeuiJLvBCAAAQgAAEIQAACEJgYgWU7d+7sJUsrVqxQuqtWreol9WkkunXrVhhOoyhnykUo9x07dswk1XtgNfnly5evXLmyd02GqYCKFT7DLJpOtVK5axzcvHlzp6lMO3LMiYTy/a//+q933nlnjz322GuvvRLEEZkAgSa2RG/Ow7JlyyaAnixAoC8Cfbn9afm9/fbbL7744jRZpCAwbQJyGkc3FzCoEsGcGFRxoMy4CKTZEj07D9/74f8dF+VBaft/rvzf0ocpq0EVyhyUWbt2rVJJa/BzUC83iRdffFFqr1pauq0vDYad7talJblWmoG+7TYIDbuoWtVOM39yqo855hi68SZc/+A8/ONRTSJZONl3Plt65L01a9Zcd911C5d3Mvx7Ak1siZ6dhzs2/juFmEzguyf9+eiMyOTMIpgRCCPlGJ2HY+TrUpB5BF5UP760hBG5aLUjONWUe8Ny/4Pz8OQpDeNZLPF/+3Tp5ldPPfXUJ554YrEyTm7/SKCJLcGBaeoRBCAAAQhAAAIQgAAEIFCLAM5DLUwEggAEIAABCEAAAhCAAARwHqgDEIAABCAAAQhAAAIQgEAtAjgPtTARCAIQgAAEIAABCEAAAhDAeaAOQAACEIAABCAAAQhAAAK1COA81MJEIAhAAAIQgAAEIAABCEAA54E6AAEIQAACEIAABCAAAQjUIoDzUAsTgSAAAQhAAAIQgAAEIAABnAfqAAQgAAEIQAACEIAABCBQiwDOQy1MBIIABCAAAQhAAAIQgAAEcB6oAxCAAAQgAAEIQAACEIBALQI4D7UwEQgCEIAABCAAAQhAAAIQwHmgDkAAArMR+OY3v/nRRx/NJkNoCEBgugToE6ZbtuQMAjkEcB6oFhCAwGwEnnzyya9+9auYC7NRIzQEpkuAPmG6ZUvOIIDzQB2AAARaIoC50BJIooHARAjQJ0ykIIuzsex//uy3334lWV63bp0NvmXLFhvYRVUUTyuRhMjLo5p82bWbQVYe2uU5ptjUki+44AI1/tCGd9tttzPOOGPjxo3d5SE3xUcffbQyxWRVkwUrVSoKMP8Uk1VtRRBzoRWMzSNRO1L7VSsOzVntWq1727ZtzWMuiiE3RWcf5Momq5om+Pnnn99yyy2rV6/OjBXZEPfcc4++dwdnkWOmT1ic0v/ggw/UuBYnv+Q0I4DzsIiVQaOmDIujjz76rrvuUuMPCHbs2PHYY499/etf18jaxbBalOKZZ56pcb0oxWRVkwWFIrPA7NRIZRfZJMWx10LMhR5L8MMPP1QLUjtS+1UrDpqoXat1r1q1asOGDa3rpqpelKJ6FbX0ohSTVU0WlDOz//77X3HFFa+//nqm1XPPPXfeeefpe8nMhfwuNzMafq3jHbUOfIwR0ieMsdQSdFbj6nSSIkElROZAAOdhDpAHl8T69etlWBSppZG1df9B9kRJihrXi1JMVjVZUGZKZoHNVHLJKc6UypADYy7Mv3Rkxx9++OHWMnY63HjjjSXWfILCSlGttSRFtfTcFJNVTRaUTSNnpqg567s8riL/4d13302Ag4gjQJ+wCFXinHPOWYRskkdLAOdh4eqDZiLlHpRnW5aBTOG20GiursRzCKkoxfvvv9+lmKxqsqAUePXVVxMy3iTFhOQkkjstOp+P5QpjLqQVaJqU7PhKX1etr3LdrH7qaqclnkOIRynGM/TJqqYJyuU49dRTK/Ml/yF3MeHnP/95peygAsyn7RelQp8wqMowZ2XUIbTYw8xZeZJLI4DzkMZtrFKaVtdMpNX+5ptv/uyzz3bu3PnII4+sWLEi+5McjDqnEeqAePjhh22w888/XynqR0nb7/fee6/9NVnVZMGQ+ltvvVUnU62oOmtCIwqPCzGHwlILtXa82q9asdpy3Li0tUDtohWVXDu9++67laJ2SZ1++uk2ftfqk1VNFty0aVO2J1OKaX1m69atQdUTTjihRNXwp9dee60VXESSEaBPmHBlaLGHmTClKWUN52FKpVmdl1tvvdUG0sB/+eWX77777vqo05ZPPfWU/es111xTHWONENZq2Xfffe+8806lqB8lbUdxO9Ir1mRVkwVDVm644QZZGPpxvk1JRhumWAPhWINk5sJ//ud/jjUPA9bbtdDNmzerFUvf0LhcBXa1NDlbtp1qIuDcc89VVPvss89PfvITO/vgfJVkVZMFVfdsHp999tlDDjkkqPrQQw+VqBqk5DyEfsB5GsncEAwEcCGmWhPa3R45VUqTyRfOw2SKslZG7PYh2fFh4M9+jjrqKGfNt3IQyh6Gdje7HXvssUV6J6uaLFiLYF6g+aeYrGovgl988QXOQ+vktdnG2fHBOM5+zj77bGsit7KQ6C42WLlyZZacPJYjjjgiN5vJqiYLSo3nn38+U0bdWpgiCT8lqrZeTESYS0B9Ag9NTqxuaLeCLjGbWKbIThEBnIcFqhtua6/bZhBAnHXWWZbIL3/5S/0qF8JdQORudFXMbi+s9TrssL19+3Yb/5tvvpn9ag2dZFWTBZPrwfxTTFZ1/oLHHHOMpsP1o2t/5p/6tFN8+eWXbQZPPvlkl1+1u7AQEX50NCK0SnkRtrWqabtVAm1ftgHk8Gc+g23LisrafwpjW/fy5cuzpJNVTRZU0r/+9a/D0oF+tOxg4UhVe7RJzx1Ou6oMKndZn6D/DEoxlEkgoN2AVuqqq65qa3tkgjKIzJMAzsM8afeclhuJTzzxxFghN3cYrA3NaGqvkQ387W9/O3MPNBJ/4xvfsH/Vbig7CWrHZs2VanFTIuHydV0umQlaQydZ1WTB5LKZf4rJqs5TEBOha9ovvPCCTeKkk06KU1yzZo39GG4QUkPTdqPsu5wKzSNk7oGcYW1ftlI//elPrc9gJx205hbmGmUxXHjhhXYl5JRTTskiSVY1WbAEviY+7AlszVl861vf6rqwiF8E6BOmVw2uu+46bWGwnQmbl6ZXyrk5wnlYkIL+XTbdMvGee+4ZZ14bgu3HbBYhNjh0O1swONxdKLIt3G4ojc22f5HBscfvf5yNctlll2VJJ6uaLJhcD+afYlA1m1Wd/3/KWWEiJNelmQTtNL9tXzaSvfbay/768ccfh1+vv/56O2WoU9fXXntt8AHKJwIURpOLNk49mKBlCilgJwL0q50LSFY1WTCXZHhfVk/ZZKfM5TloWcwtp8xUCsMJPP9+wKZInzCcmjBPTXbZZZcHHnjApsjmpXny7zEtnIce4c87abee6PyESm20+BAbHLqi1N73ogA6N+mi0tisyUu7KylOS7fEWH2SVU0WrMx+UYD5p5isateCuA1dE7bx22l+d5SoUg01Sdn6tknKpdd2Jnn+9uLX7Dy0jVCLimqtJUkoWrX3VlRtksdKCApw0003uYMidaQIU58AfUJ9ViMNqaOSV199tVVe8wtdvDM7Uj5TVRvnYaol20m+YoPDXvwqo+G+++7LncbTCK1xukgnmSx2nrIT1Ym0SwKYCF3S7SRu+eoPPvigjVovHriJAC1Q5Kat1pp7YioEHpFFrmWTVs6Rd1JCI4+UPmHkBTiD+pdccomdidAEhDYxziBP0BESwHkYYaH1p3JscFhdtDRRNI2nBQqN00WKyydho2R/pdooZUyERvh6FdYxCTdlmKlTMhEQXpi2m5RcJsZlkZc8Mt1r4Yw4cfqEERdekuqaMXQzEeof3K0qSREjNFwCOA/DLZuuNUtbWCwyOLTDoWj1QEcq7QJFeCRO+2V1rjrLo3ZNyMEoynKaqootWTAZ/vxTTFa1oSAmQkOALYon1zq9auLuSwlalUwEaE7RPlEfHolTi7aHsGWRF5kOyaomC2acdeeSVH366addlsMVDi0Wx8JGRZ+wsEUvw8CtRupWFZrVhOsDzsOEC9dnzT2qEK5ecT9uB/9hhx0Wh5HB4Q4w6NeiHQ7qPuwJS124Hh6JU7Q6V23fsZKDkaWerGqyYHI9mH+Kyaq2JYiJ0BbJJvHYJ1nsdiMb5yeffGJ/Peigg+IUtdXQfVTMRRMBuovJrjmo/YbbEdSi1a6tShdddFEWbbKqyYIlYGXlyItwuyxyO8MmpbNosvQJi1bicX7dM5HavFTUL+WyKrrj1d6qDOThEMB5GE5ZdK7J3nvvbdNwd4yGP7mGevDBB8dqaZewPVWpAPp106ZNuRnQdxvYvSPxta99zUo98cQT4ddkVZMFk+nPP8VkVdsS1AU13NHeFszkeNyFB+69kRDtz3/+cxv/AQccECcXv+ukTqDodciHH37YxuAuObWOtM46Zyolq5osWE7VvYChwLmdYXLRLKAgfcICFrrLcphBqM/B3RGX6ySoI3LGxp/92Z/VT4KQ3RHAeeiO7eBidm843HvvvbGK7tq1+MlYNebc8wnaqJBrcGS3Q4a0dLNbCZcvv/wy/DVZ1WTB5NKaf4rJqiI4JQLuDQdn1iunWvSzp4E1VMcXrCmAfR898NFofeqpp+ZuOXCzg7vuumsJ0t/85jfhr8mqJgtKefvOXdxllV/+NqV6Ql4gMDcCWrG0q4Xl6brdg9dcc03c57h7VtSJTeNi5bmVSHcJ4Tx0x3ZwMct0sLsSNTXoJh21TdnuZlYv4KwNtW097+BmArJ8FhkcFsSPf/xj+6ub8MtskWRVkwWTS2v+KSariuCUCGicdnetOu/9Rz/6kW2q3/nOd1z2iyYCFEydQ537Uu6//34bp3vTLZspSFY1WVAWhjVN5CA5t8cd+HZLoFOqJ+QFAvMkoMWHmp65fUcy9Dm6iSE7K6XeKb6Y4fjjj59nXkirhADOw2JVj+9+97s2w7oXRf5DcPc1B6kTTvavdtdy+K6XpNxljnaaIdfgcNus5ZxkxxOVtHsnzm4BSlY1WTC5Ksw/xWRVEZwSgSuvvNJmZ+3atWHoDc+3u2uU3RajeCJAJ57tqC/zOt7R5A5Bqf2GMIpN7dpOPeijfYYyWdVkwUsvvdTC0bxJ2EYlL0I+iX1BQrlmL8SU2gV56ZGAZtNKrmW3iqkZup1Lsi70hmNYM1y1apXrTyRrX5LNzaNdbwz/lwdSROPoo4+Ow/eIblxJ4zyMq7yaahu/5yL/QY89qwlp35Gdp9RYq5OFNj23w0EjrsyLhx56qNzgUCSugwgvTCtFd3mr4jnuuOOyFJNVTRZMhjv/FJNVRXBKBC6//HI7v672G4be+Pl2DeduFTGeCNCU4VNPPWX5qIW61Yyzzz7bAQwvTCtFt/3JrVsmq5osqM7E9jyyS4Kt4B7DVnbkn7AXYkrtgrz0S0CXKNTcvOR2IpSrrXulZ33Ztl8O004d52Ha5ZuTO73nkns5ow0aPxQd73DQvc5qyRp0Kw2OyuelQ9LZLUyZJmmqSjxZMLk2zD/FZFURnBIB3ZVUuUkgfig6dyJAWOQG2wvQ9MXtRVSTL39eOrCVSi4efUxTNVmwzsP2ilx9XewRTamGkBcIzJ9A3PxzdSh5asaFVzvVIDv/jJBiEQGch4WrGxpTdVOhvZTdIZB//9prr9mpOO1JkA1h1yUUJluXiA0ObZ+wJ5/0cpzu4nDrDzZRmRq6fD2+HTJB1RBtsmBybZh/ismqIjglAmpcmlMvmg5Qy5Kt765A0USAlhkthDAREL5opt/tRVy/fr0NrHaqOEs8Fimj9h6/F5mgaki3iWB5z6P1VXWGLDtMqUWQlyEQUJut6T/o5ne9FVM+AxLbJEPI44LrgPOwiBUgXKn20ksvyYXIbHr9R7/qoxqzg6Kjk3aLsIwDF0YGhz2KLTdDBofzH7Zv3y6bQ8GyFNVfyExRx/H++++7LVKZArOq2lwwuUIkq5qcIoIQEAHZ/fL2Q+PKxmA1Uo248iucTx4mAiw3OxEQvmsvonX1tfPYPeCoONVm1XLVfrMUJSIFpIaUKXppfiZVrZLJgtIk9DxO1dDXaQUGz4FGBIEuCLgNhyVJaJtT3J8ofDAPZHvENkkXChPnTASW6cXNmQTaCqy9p4rqjo3/3laECxjPd0/6c+W6rxJcQOADyXJoO+Mq9xdffFHrUccsLW0eCMSBqfHi0tLapaXw0tbAVEOdDgn8oV1Q7s0Yhy5x6clTmkWzYNL/9unSza9qKiF7XmnB8k92l5rYEqw8UIEgAAEIQAACEIAABCAAgVoEcB5qYSIQBCAAAQhAAAIQgAAEIIDzQB2AAAQgAAEIQAACEIAABGoRwHmohYlAEIAABCAAAQhAAAIQgADOA3UAAhCAAAQgAAEIQAACEKhFAOehFiYCQQACEIAABCAAAQhAAAI4D9QBCEAAAhCAAAQgAAEIQKAWAZyHWpgIBAEIQAACEIAABCAAAQjgPFAHIAABCEAAAhCAAAQgAIFaBHAeamEiEAQgAAEIQAACEIAABCCA80AdgAAEIAABCEAAAhCAAARqEcB5qIWJQBCAAAQgAAEIQAACEIAAzgN1AAIQgAAEIAABCEAAAhCoRQDnoRYmAkEAAhCAAAQgAAEIQAACOA/UAQhAAAIQgAAEIAABCECgFgGch1qYCAQBCEAAAhCAAAQgAAEI4DxQByAAAQhAAAIQgAAEIACBWgSW7dy5s1bAtgMtW7ZMUe5/8Oq2I16g+N5/6zXl9phjjlmgPJPVpaUXX3xRGPpquWklIJ3Xrl27fGlpVZr81KW+WFraurS0fPnyVasgNPXCNvn74osvtm7dunLlyv/4j/9YoGy3ndVgTiwdtEfbEU86vt/8v6WPf/snf/InBx544KTzSeYKCTSxJXp2HihVCEAgjcC4nIfbb7/94osvTsspUhCYNgE5jTt27Jh2HjvN3R+ch07TIHIITJRAmi3Rm/MgY0IFwTRbk9qoKSsYNgE4UtlQ7t///vfHpb+aPO29pMhUrPAZV5VuRVuV++jacisZbzESzIk0mPQ5adwmI9XElujNeZgMfTICAQhAAAIQgAAEIACBBSHAgekFKWiyCQEIQAACEIAABCAAgaYEcB6aEkQeAhCAAAQgAAEIQAACC0IA52FBCppsQgACEIAABCAAAQhAoCkBnIemBJGHAAQgAAEIQAACEIDAghDAeViQgiabEIAABCAAAQhAAAIQaEoA56EpQeQhAAEIQAACEIAABCCwIARwHhakoMkmBCAAAQhAAAIQgAAEmhLAeWhKEHkIQAACEIAABCAAAQgsCAGchwUpaLIJAQhAAAIQgAAEIACBpgRwHpoSRB4CEIAABCAAAQhAAAILQgDnYUEKmmxCAAIQgAAEIAABCECgKQGch6YEkYcABCAAAQhAAAIQgMCCEMB5WJCCJpsQgAAEIAABCEAAAhBoSgDnoSnBOct//vnn99xzz7p165b98Wf16tUbNmz48MMPO9Vky5YtF1xwgdKy6eqLvlem20TnJrJWsW3btmWa6z+5OluqNnDJ/yvzTgAIQAACEIDAPAm0NW7OqvMY7QTZTrKgrG0jS0BWlhjOlP06NsZMEQ498E5+xkNg69at++67b26VWrFixSOPPNJFVj777LMTTjihpB6ffvrpClOUdBOdm8g6faSkzUKutuXZzCXQBXDihAAEIAABCKQRaHHcrK/ASO2Eq6++usi2kU319NNP1ydQx8aoH9vwQy4NX0U0DATUI6g2lzujrfsP6hEOP/zwSg9YYXKLqYnOTWSdMuoCXBZwHmhWEIAABCAwMQItjpv1yYzUTjj//PMrbZuaNlVNG6M+0uGHxHkYfhn9QcOiNQdX+z/44IMWs3TzzTdXtq4QQCHjdJvo3ETWapLbmeI8tFhJiAoCEIAABIZAoK1xc6a8jNFOeOmll+rYNpqxrbSp6tsYM1EdeGDOPNSpP/2HefTRR1WDMz0006+qr7qlj26x7NZbb21R3R/+8Ic2NqUVGpL+dV67CympJjo3kbUKb9y4ce3atTt27GiRSRZVnXmLLtIlTghAAAIQgIAj0Na4OSvYMdoJd9xxh82mRvNg28iysls8ZDzcf//9JUA6tTFmLYi5hh+4c4N6gYDbOyRPNyOjFUO3nankBMJMPJWKrYs6EuDE3SEBq1VDnVvJb8l2xpk4hMCOc0wjIU5EIAABCEAAAq0QaGXcnFWTMdoJGs1LbBu3B6loV7ZAtWtjzEq+3/CsPMzVVUtLTLcBvP7663bZ4ZBDDsl+3X333d0U+KZNm8JfdfWBuynolltucTrEYXTPQAjz29/+1gY+9thjnaz7YsMn66wkmsgGDTUBs99++914441pwHOl1q9fn61gyFt76KGHWoycqCAAAQhAAALJBJLHzcW0E7TVSqa/JgG10euss86y2E866ST7q7W+su9d2BjJRd+LIM5DL9hnS/S9996zAqeddpqTP/HEE+2Xt956K/x61FFHOc9Yy4vuUlfXbORkn3vuuUH8K1/5ykyK2vDJOivFJrISl4N05pln2l1elQfNK7Mph+q5557Lgj311FPy2SqlCAABCEAAAhCYA4HkcXMB7QQN35dffvkNN9zw7LPPbt++/YwzzrAF5Gyk+BhJFzbGHGpIu0ngPLTLs5PY3n77bRvv3nvv7ZLZc8897Zc33ngj+/WSSy6xVV9z53qcIfur2oA1svX9vvvuy/6q9Q0r+8ILL7h07RcZ6HY9pInOTWTjAtDUQu7MQf2i0n3PV111VRZeBz/U29YXJyQEIAABCECgUwJNxk3sBFs0TzzxhP31+OOPLy+45jZGpxWjq8j73TVF6nUIuCPR4ai0+7H1Q3a8/Wt8iVi4fcy5DYohvjHp7rvvtjFnh4riA9MKaRNtonMTWemQ3fwgzye7Z821nzrYszB2V1iduxdmipzAEIAABCAAgYYEGo6bi2Yn5NKWYeNujsod8Vu3MRoWfS/iXNXaC/bZEnXnkiudBxnKLgHXrag9xE+6FJ0KqnOnkMK4FJvo3EQ2OA/Kr7ueOdl5cC5W7o20sxUnoSEAAQhAAAKtEmg4bkqXhbITYvbxDL0spVxzq10bo9VaML/I2LbU1ZLOoOL9yU9+4m4fO/LII+0mfrdhySp/5513ak6i/GVrhRlOfrWXUYeZ3C7GZPXs1bdiePbZZydHhSAEIAABCEBgmAQWyk6oLAI5Y5s3b87dotyujVGpyTAD4DwMs1xa1krHgx588EEbaTyhbk8s2JDa8f+LX/wi3uMUwugQxQMPPOAOGLWsfX/RKV933XVXlv6VV17JOen+SmNkKavybNiwYfXq1dmNZ+vWrdPJezWoTnMSPGfdNmbTlSZ1GmkTnZvIWiBCZDWvZNVWupUJEQAC0yawyHbCtm3bXOG++uqr6ovqdJvTrhWFuZvfIgcppRJovhwZUnaLklmdKLnGuOaz85qSd488NNG5iWwRY9cAahaF27LV1gMaNVMn2HgJaNdc0R1fWsRzjaWtbCra8vdlyzfdNdG5iazNvpqYzULlayptpdtWERAPBPoi0Na4uZh2QtGD07Ft066N0VdtaZ4uZx6aM+w8hrY6hfg5uWBSl5gyLmn7wrS7BDaco8hYNNG5iWy7Ddvaf/G5js4LngTGSUAWbflcVP0BqT4AteI6VxKr2ebG2UTnJrJOGderlDsPLaZbnzMhITBMAm2Nm4tpJyjX4YVp/afOmem4DqRNUA6zLtXRCuehDqWew7TVKSgb8XArf6Aoe84X14xg+Uhv7ZImOjeRbdF5cKx08KPnekDyYyBQtMHPDS1xa2qYOddqSryX+AhgE52byLosx71TifPQYroNySMOgSEQaHHcXFg7IStHN4tRZ+pw0ZwHzjyMYLva8uXLZ9KyZAJS5xNcVI899pgemMyN/+GHH7bf//Ef/9EFc6eHFVUWoInOTWRnAlUe+Mknn8wCCKl7dbLFhIhqSgTsCXvlK1usk8mu/YFZTmX76nBCWxnXhl13/4Emz8JKoFYkbLpK8Y477nDpNtG5iaxVI7y7VB9IW+nWT5GQEBgygRbHTewEZ9u02FcPuQrNptsQPGZ0KCfgFtHcJaSSdZNwRdN17tGGrKJoEjR3N3+TmYwmOjeRbXHlwTakkvUZai8EMgJqR7bauJbllvJKzhrNitQ1bXe2we1DcO/ANNG5iayFVrRsUtSVtZLurJAJD4EhE2hr3FxkO8GWr7OkK4t+1vCVEQ48ACsPs/lavYR2T0p//PHHTo1PP/3UfjnssMNiPXVpgH0m2QaQ73H//fe3m7UmOjeRbSsXGzdutFGtXbu2rZiJZ8IENm3a5HxOez2Xbv2ziwB6+Dy7ykPz7tkVQ+E/8XpgHCa7IeTLL7+06X7ta1+zv0qHI444IvuiG9LsX5N1ViRNZCWui6eUqf33398tm1TWkIbpVsZPAAiMjkAr4+aC2AlaSVDPo+vv9LPbbrsVbb4YXR2Yp8I4D/OknZiWHfgVxeOPP+4ieuaZZ+yXgw8+OE5Je/is0eC2Nl1xxRXxVWUuknfeecd9KbnFrInOTWQTEUdib7/9tv32l3/5l23FTDwTJvDWW2/Z3J144okus6eddpr98t5774VfdXG421x08cUX25Bqa2qk9otadHa98q677lqfqmv7yTorxSayEl+/fr0yVdIvFWWqYbr1WRESAmMh0Mq4uSB2gvYkq+fRnIV+1P84C0ol7mybOndRjKWetKbnwFdGUC8QcDcw2vuR3OWGqhnxHqT45XntoHBxxpso3JmheHdT+dUoTXRuIptbZ1yDqaxXbh9FZXgCQEAEXLUJ13fYH3cS0e4vUqN2tdT+1cXsGmP5O+hu25Lbg9dE5yayMS71J66nKtq21DBd6ioEJkmg4bi5OHaC25rl7opU3XD31XJgOm4v3LY0jj7EbWeUoR+uTJHRUFnL45vXwrVI8cXGbqt0bM0o3eC3xNeZye5xhzGa6NxEthXnwc40VF42P446hJbdE3ATVHGCrtE5O95542pTwf2ILz+Jb0xy/YBGx6ID0+5q5iY6N5G1zoOaWMiR41PU9Bqm231FIAUI9ECgybi5UHZCnFlrU7n3ndQPx/1tjjH9P+d+eij++SaJ8zBf3qmpxcsLRWtP8WSnsyqskx0bK86wiAMUpRsvXDTRuYlsc+fBHcesM+uQWrDITYpA5QJXuXEcV3tZz0WDugNX8z3H+LqFJjo3kQ3Te2pcdmCu6Tw0THdSdY7MQOCPBJqMm4tmJxSdC48tnJoGQGWnNLF6ivMwmgKt8whUbBnEyws2TGyXuKm+mhZJ0aNXaTqHImki23BWwEErf5d3NBUIRbsnUDl+VBrHcYN1WxGK7kYLmVNdLdqem02tOQxNdG4im1salXyCVOvpdl81SAEC8yCQNm4upp0QrzDEnoO6zdy7KBvaGPOoCh2ngfPQMeBWo1e/4CyJrK7LYog9h9yJTKdRvM1RHrkNo0jK1x+yvUy5eZ1VZxtJE9lZLSQbHueh1Wq7QJG1YtSWN7eSBXStOpY/FaeY44Gwic5NZHEeFqhhkNU5Eph13FxkO8Ft9HIdmn33trIAKzvDyhjGFQDnYVzl9Ttt5SRYE0G2u6p4vFtJIYu2ULs8x+uVcWz6othsunJj5LjXfHe5vs5xeTSRzWKbqWHjPIyvVQxD48pqVmdmvWTvQclgVmfGUerFE2lNdG4ii/MwjDqLFtMkUH/cXHA7IbZtSmyqkrpS2RlOrJ7hPEysQMkOBCDQG4HK8aOO8yDt410Eirlkw1K8/9C+MO2WI9zWxCY6N5HFeeitmpIwBCAAgWYEeOeh6AAw3yEAAQj0Q0DPycX7cX/wgx/YJ+esZnrk0b6WIFk9HBEC6y2IZ5991j4ioavN3RuI/WSSVCEAAQhAYJwEcB7GWW5oDQEIDI/ArG8JLV++PDcTenpZb6C6P+mFeH3PDX/vvffa75dddpkLdumll9ovP/vZz7Jfm+jcRLZJ6fWVbhOdkYUABCAwGQI4D5MpSjICAQj0TMA98ho/wf7JJ59YFQ899NBcjS+88EK7khDC6Iu+54Z3j8Tts88+Lthee+1lv1jFmujcRLZJUfWVbhOdkYUABCAwGQI4D5MpSjICAQj0TMBZ7Z9++qlT6OOPP7ZfDjrooFhj7Sl67LHHcnOi71u2bGk3k010biLbJBd9pdtEZ2QhAAEITIYAzsNkipKMQAACPRNYs2aN1eCZZ55xCj3++OP2ywEHHOACaGPSRRddZD+6LTpnnXVW0ealTGrbtm0uWrfiYf/aROcmsk2Kqq90m+iMLAQgAIHJEMB5mExRkhEIQKBnAm47jRYKrKEvm/7111/PVNQh5nh/0Y9+9CO7B0k3LD311FM2V/qrwrh82vPQ+tNNN93kAvzTP/2T/XLsscdmvzbRuYlsk6LqK90mOiMLAQhAYDoEml3WhDQEIAABCPw3AXcvqh5RCa+m6PZVZ+LXeQ8+vKMSv2TknorTw45uTNKFSyFd/eseclFI95BLE52byMb1puZVthJsN11qMAQgAAEI1CewTEGn4wmREwhAAAK9EtDywqpVqypV0JLC9u3bbTCtURx55JF22UH2sW5ZDWFWr15tVy0k/sorr9ibW12AEgX0JtQNN9xgAyTrrEiayMZK6kTH0UcfnX23BFzgdtOtLC8CQAACEIBARoBtS1QGCEAAAq0R0LsKWlIoj07HGH7605+6MHqrwV2adOedd2ZhbrvtNhteIRXefrnvvvvqXGCq1Y9LLrnEJZ2ss+JpItsEel/pNtEZWQhAAALTIPD/AelhjqyAp/oEAAAAAElFTkSuQmCC)

**Declare Node Class:** The data structure that will hold the elements of the list is called **Node.** Declare it as follows:

**class** ListNode{

**public**:

**int** data;

ListNode \*next;

};

**Declare class Linked List:** Now, declare your main class LinkedList. Inside this class, you shall define all key functions to implement all operations of a linked list.

**class** LinkedList{

**public**:

ListNode \*start; // special variable which stores address of the head node.

ListNode \*last; // special variable which stores address of the last node.

ListNode \*PredLoc\_; //to be used by Search(value) method to store address of logical predecessor of value in a list.

ListNode \*Loc\_; //to be used by Search(value) method to store address of the node containing the searched value in a list. If it is not found it contains NULL.

}

1. **Creating a LinkedList**

In order to create an empty list, assign NULL value to start pointer variable.

LinkedList(){

start=NULL;

PredLoc\_=NULL;

Loc\_=NULL;

}

1. **Bool IsEmpty() function**

By checking content of the special pointer variable start/first, this function should return true value if the list is empty and false otherwise.

1. **Inserting a value at the Front of a list**

First, Reserve space for a new node to be inserted in the list by creating object of class ListNode and storing its address in a temporary pointer variable.

ListNode \*newnode = **new** ListNode();

Now store value in data part of the new node:

*newnode->data=value;*

If you are inserting in an empty list, you should update both the front and last pointer variables as follows:

start=newnode;

last=newnode;

Finally, link newnode at front of the linked list via following two statements:

newnode->next=start;

start=newnode;

1. **Inserting a value at the tail end of a list**

First, Reserve space for a new node to be inserted in the list by creating object of class ListNode and storing its address in a temporary pointer variable.

ListNode \*newnode = **new** ListNode();

Now store value in data part of the new node:

*newnode->data=value;*

If you are inserting in an empty list, you should update both the front and last pointer variables as follows:

start=newnode;

last=newnode;

Finally, link newnode at front of the linked list via following two statements:

last->next=newnode;

last=newnode;

1. **void PrintList()**

This function prints all elements of a linked list starting from the first one.

ListNode \*temp = start;

If(list not empty){

While(not end of list){

cout<<temp->data<<” “;

// advance temp to successor node.

}

}
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1. **Void Search( value)**

As discussed in the class, we will implement a general-purpose search function which will provide functionality to other operations like insertion, deletion, modification etc. This function shall take a value as argument from the user and then search it in the list. You should use two node pointer variables namely ploc and loc in this function.

* 1. In the variable loc, save address of the node in which the searched value is found. In case, the searched value does not exist, save NULL value in loc.
  2. In the variable ploc, we shall store address of the logical predecessor node of the searched value.

**Void search(value){**

Initialize loc & ploc

Loc= address of head node

Ploc = address of logical predecessor of head node. Note that first node has no predecessor. So, we will always initialize ploc to NULL.

For the moment assume that we are maintaining a list sorted in the ascending order. Search value until either 1) we reach the end of the list or 2) logical position of the value is passed.

while (loc!=NULL and loc->data < value){

Advance both ploc and loc

}

If(loc!NULL & loc->data!=value)

Loc=NULL; //as value is not found so set loc equal to null.

} //end of search function.

After execution of the search(value) method, there are four possible combinations of loc and ploc

![](data:image/png;base64,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)

|  |  |  |  |
| --- | --- | --- | --- |
| **Search example** | **Ploc** | **Loc** | **Interpretation** |
| 1 | Null | Null | Searched value not found and its logical position is at the front of the list |
| 2 | Null | Non-null | Value found in the head node of the list |
| 4/6 | Non-null | Non-null | Loc=non-null implies the searched value has been found. Ploc=non-null implies the value is not in the head node; it might be in any node other than the head node.  **Special case:** loc ==last implies value found in the last node. |
| 10 | Non-null | Null | Loc=null implies searched value not found. Ploc=non-null implies its logical position is not at the front. |

1. **Insertion in a Sorted List**

For the moment, assume duplications are not allowed in the list. You have to insert new value after call to search function by considering the above mentioned four possible combinations of loc and ploc pointer variables.

InsertSorted(value){

Search(value)

If (value already exists) //check using loc

Return without insertion and print a message

else{

If(position of value is as head node)

Insert value at front.

Else //Insert newnode after ploc.

If insertion at the tail end, do update last.

Else insert value after ploc in the middle.

}

1. **Delete a Value**

Find value using search method and if a node containing the searched value is found, then delete it from the linked list. Also free the allocated memory.

Delete(value){

//if list empty then return

Search(value)

If(value is found){ //check loc

If(value is in the head node)//check ploc {

//delete head node and free memory

}

else{

//update link using ploc

ploc->next = loc->next;

//finally free memory using delete command.

delete loc;

}

}

1. **Destroy a Linked List**

This method should destroy all nodes of a linked list making it empty. It should also free space allocated for all the nodes.

**Hint:** Save address of current head node in a temporary pointer variable. Advance start variable to the second node so that it becomes new head node. Then, delete current head node using the temporary pointer variable.